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Abstract

Two facilities for programming languages are described: open arrays (an
extension of Pascal conformani arrays) and automatic parameter conver-
sion. As a result of combining these two mechanisms, it is possible to give
compile-time verifiable specification of procedures with a variable number of
parameters and varying types. This ability is very useful in many applica-
tions, and in particular in specifing I/O procedures within a programming
language itself.

The results described in this paper are part of the first author’s M. Sc. dissertation, developed
under the supervision of the second author.



1 Introduction

Programming language design seems to be quite a lively activity and “new”
languages pop up continuously. Most of these languages tend to have a very re-
stricted usage, but the design activity itself contributes with new ideas which
eventually find their way into widely used languages. This work focuses on
the area of system programming langunages, where two important trends appear.
An increasingly large number of systems are being developed using the C lan-
guage [KernRit 78], and its descendants and dialects. This trend is due to several
factors, among them are the connection between C and the UNIX' operating sys-
tem, low-level facilities available in C, and the possibility of writing very efficient
code. On the other hand, mainly within the academic and research community, a
large number of followers of the Pascal-like tradition exist, whose main represen-
tatives are Modula-2 [Wirth 85] and some of its descendants: Oberon [Wirth 88],
Modula-3 [Cardelli et al. 88], and so on. This preference is due usunally to the
clean syntax, strong type checking, clear separate compilation and modular com-
position facility.

The authors decided to study the feasibility of designing a language which
would incorporate the advantages of C and Modula-2. The result is quite satis-
factory and described in [Carvalho 89] and [Carvalho 89a]. One of the goals of
this design was to allow for the specification of procedures with a variable number
of parameters and varying types, through a clean syntax which would make easy
compile-time checking. As a consequence, typical 1/O routines could be specified
within the language itself.

The paper describes the two mechanisms used to achieve this goal: open arrays
and automatic parameter conversion. None of these mechanisms is completely
new. Open arrays, with diverse meanings appear in Algol 60 [Naur 63], PL/I
[IBM PL/I1 88], Algol 68 [Wijngaarden et al. 69], ISO Pascal [JensenWirth 85],
Modula-2, C and Ada [DraftAda 83]. Several kinds of automatic conversions ap-
pear in PL/1, Algol 68 and C, and even Pascal and Modula-2 allow them under
certain circumstances. However, the combination of these facilities in the way
proposed in this paper allows simple solutions for some problems found in tra-
ditional programming language design. It may be said that this work followed
Hoare’s advice [Hoare 73] to whom language designer’s task is mainly consolida-
tion and not so much innovation.

It is assumed throughout the paper that Pascal-like type compatibility rules
are used whenever applicable.

lUNIX is a trademark of AT&T.



2 Open Arrays

The open array concept is similar to the idea of conformant arrays of Pas-
cal [JensenWirth 85], but extended to allow dynamic variables and procedures
with a variable number of parameters.

An open array value will behave basically like a record which contains the
actual bounds and the array components (or a pointer). The values of these
bounds are established when the array value is created (or passed as a parameter)
and from then on behave like constants.

Dynamic Variables

One of the contexts in which open arrays can be used are the dynamic (heap)
variables. In this case, a type declaration of the form:

array [L1..U1: T1;...; Ln.Un: Tnl of T

is functionally but not syntactically equivalent to:

record
LUz L

ILn,Un: Tn;
?Components™ array T1[L1..U1], ..., TnlLn..Un] of T
end

The notation T; [L;..U;] means that the elements of the range L;.. [/; are of type
1.

It is assumed that the allocation of a dynamic variable of this type can be
done by the pseudo-procedure New with additional arguments which give the
values of array bounds.

Example:

type
V1 = array [LVI1..UVI: integer] of integer;
V2 = array [L1V2..U1V2: char; L2V2..U2VZ2: integer] of char;
PtrV1 = pointer to V1;
PtrV2 = pointer to V2;
var



p,q: PtrVi,;
o "

begin

New (p,1,10);

/* p: pointer to array [1..10] of integer */
New (Q!—lal);

/* q: pointer to array [—1..1] of integer */
New (r,’A’,’Z’1,26);

[+ r: pointer to array [’A’.’Z’1..26] of char /

end

Onte such an array is allocated, its bounds are constant, and accessible
through the usual syntax for record components. In this example pl.LVI = 1
and r1.U1V2 ="Z'. The selector “Components” is not used and accessing array
components is done through an abbreviated notation like p{(i] or rl[e,7] in-
-stead of p1.“Components” [i] or r].“Components” [¢,7]. The compatibility rules
of the language would be defined in a way to disallow assignments like pf:= ¢
(see [Carvalho 89]), but p := ¢ would be allowed, and p could be passed as an
actual parameter, if the corresponding formal parameter is a compatible open
array, as explained below. :

Formal Parameters

A formal parameter can be declared as an open array. The corresponding ac-
tual parameter can be either a regular array or an open array, but compatible
(conformant) with the formal parameter in a way similar to Pascal.

If the parameter is being passed by value, the formal parameter declaration
of the form:

p.array [L1..01: Tt: .. ; En.Unm Tnl of T

is functionally but not syntactically equivalent to the declarations:

type Tpval =
record
£l 1. T1:



Ln,Un: Thn;
?Components”: array T1[L1..U1], ..., Tnlln..Un] of T
end;

p: Tpval [+ formal parameter p */

The bounds Ly, Uh,...,Ln, U, are established at the time of call and the ele-
ments of the array “Components” are copied at that time. The access is as before
through the usual record syntax, except for the abbreviated form for the array
components.

Example:

type

V8 = array [1..5] of real;

V4 = array [LV4..UV}: integer] of real;
var

pi: V8

p2: pointer to V{;

procedure ArraySum (p: array [low..high: integer] of real): real;
var
i: integer; s: real;
begin
=00
for i := p.low to p.high do s := s + p[i];
return s
end ArraySum;

begin
New (p2,0,99);

Write (OutFile, ArraySum(p1));
Write (OutFile, ArraySum(p21));

end

The case of var (reference) parameters is similar:



var pp: array [(L1.U1: T1; ... ; Ln..Un: Tn] of-T

is functionally but not syntactically equivalent to the declarations:

type Tpvar =
record
L1, U8 T1;

Ln,Un: Tn;
"ComponentsPir™: pointer to array 71 [L1..U1] =
TnlLn..Un] of T
end:

var pp: Tpvar /* formal parameter pp x/

As before the bounds L,,U,,...,L,, U, are established at the time of call, and
a pointer to the first element of the actnal parameter is created or copied at that
- time. The bounds are referred to as pp.L; or pp.U;, and the components through
the abbreviated syntax o & DR s (8

Procedures with Variable Number of Parameters

In this proposal procedures (or functions) can handle a variable number of pa-
rameters through a special syntax mechanism which allows static type checking,
and can be combined with antomatic conversion to be described shortly. Pro-
cedure headers include the usual fixed formal parameters, followed by variable
formal parameters declaration which is marked by the special symbol pararray,
and treated like an open array.

The general form of a procedure header might look like:

procedure (X1: T1;...; Xn: Tn; v: pararray [l..u: T] of Tpval)

where X;’s are the fixed formal parameters, and v is the array of variable pa-
rameters. The parameter v could also be qualified by the symbol var to denote
a reference parameter: in this case, the actual variable parameters must be all
assignable variables. The value of the bound ! will be the minimum value within
the range type 7.

Example:



procedure MazReal (r: pararray [l..u: cardinall of real): real;
var
i: cardinal; maz: real;
begin
maz = r[r.0];
fori:=r.l+1tor.udo
if maz < r[i] then maz := r[i] end
end;
return maz

end MazReal;

8 := MazReal (1.2, z, y, 3.0, 5.0 * 2);
/* within this call: r.l = 0, r.u = 4 %/

3 Automatic Conversion of Parameters

There are many situations where it is desirable to have automatic actual param-
eter conversion, specified by a procedure. Examples of such conversions might be
integer to cardinal, integer to string (printable representation for I/O routines)
and so on. In order to include such a facility this proposal introduces addi-
tional parameter passing mechanisms: in, out and inout. These are similar to
the mechanisms existing in Ada [DraftAda 83], but it is assumed that the basic
implementation is the call-by-copy rule.

These mechanisms are extended in this design by allowing the specification
of conversion functions to be used at the time of call (for in parameters), of
return (for out parameters) or both (for inout parameters). Let us consider, for
example, a formal parameter specification of the form:

in(f1f2..Mm)z: T

It is assumed in this case that f;’s are one argument functions accepting values
of type T; and returning results of type 7. When the procedure is called with
an actual parameter e, its type must be compatible with one (and only one) of
the types T; (or T), and the corresponding function f; is applied to the value of
e before it is copied as the formal parameter z; if the type of eis T and no f; is
applicable, then no conversion is used. The type compatibility of the language



is defined in such a way that the decision about the choice of the conversion
function is taken at compile-time.

A similar rule applies in the case of an out parameter which could be specified
as:

out (f1,f2,...fn) z: T

In this case, f;'s are one argument functions accepting values of type T and
returning results of type T;. The corresponding actual parameter must be an
assignable variable of one of the types T; (or T), and an automatic conversion is
applied, if necessary, to the final value of z at the time of return.

_ Finally, a specification of the form:

in (fI,...fn) out (g1.....gm) z: T
combines both mechanisms.

Example:

procedure MazNum (in (IntegerToReal) z,y: real): real;
begin
ifz >y
then return z
else return y
end MazNum;

s := MazNum (2,s); /* s: real x/

4 Combining a Variable Number of Parameters with
Automatic Conversion

The mechanisms introduced in the previous two sections can be combined to
specify variable number of parameters of varying types, but still maintaining
the property of compile-time type checking. A particularly useful example of an
application of this idea are the I/O routines. The problem is solved in Pascal
by introducing pseudo-procedures read and write which do not follow the normal
rules of the language. Functions in C allow variable number of parameters, but



the problem of type compatibility is left to the programmer.

Example 1:

procedure Read (f: File:
out (String Tolnt StringToCard ,StringToReal)
rv: pararray [l..u: cardinal] of String);

var
i: cardinal;
begin
for i := rv.l to rv.u do

SkipSeparators (f);
ReadString (f,rv(i])
end
end Read;

It is assumed in this example that the type Siring, the conversion functions
and the obvious file handling procedures are conveniently defined. Possible calls
of the procedure Read could be:

var
t,j: integer;
d: cardinal;
r: real;
f: File;
Read (f,ij,r);

;"?,.ead (f,i,d);

Example 2:

Let’s assume that RealSort is a procedure which sorts arrays of real numbers; its
header might be for instance:

procedure RealSort (var a: array [l..u: integer] of real);



RealSort can be used to write another procedure which sorts a sequence of
numerical variables:

procedure SortVariables (in (CardToReal ,Int ToReal)
out (RealToCard,RealTolnt)
a: pararray [[..u: integer] of real);
begin
RealSort (a)
end Sort Variables;

Possible calls of the procedure Sort Variables:

var
i,j: integer;
d: cardinal;
r: real;
v: array [—5..5) of cardinal,

Sort Variables (i,7);
Sort Variables (i,d,r);
Sort Variables (v[—1],v[i],0[1]);

5 Conclusions

Two language mechanisms were described and combined in this proposal. In the
first place, open arrays (also known as semi-dynamic arrays, cf. [Sebesta 89]) are
used as values of dynamic (heap) variables and formal parameters. This kind of
facility is basically an extension of the [SO Pascal concept of conformant arrays.
In the second place, a controlled automatic parameter conversion is introduced, by
including the specification of conversion functions in the procedure declarations.

It was shown that with this combination it is possible to solve some of the
design problems in programming languages (typically 1/0), without resorting
to pseudo-procedures as in Pascal. This should be contrasted with C which
allows for variable number of parameters which cannot be type checked. Ada
has mechanisms for omission of some parameters, but their number and types
are fixed; usual I/O operations require cumbersome multiple procedure calls, the
same way as in Modula-2.
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Finally, the new mechanisms can be implemented very efficiently, and their
introduction does not affect the efficiency of other facilities already existing in
programming languages like Pascal, Modula-2 or C.
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